# 题目

给出两棵二叉搜索树，请你从两棵树中各找出一个节点，使得这两个节点的值之和等于目标值 Target。

如果可以找到返回 True，否则返回 False。

示例 1：
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输入：root1 = [2,1,4], root2 = [1,0,3], target = 5

输出：true

解释：2 加 3 和为 5 。

示例 2：

![IMG_256](data:image/png;base64,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)

输入：root1 = [0,-10,10], root2 = [5,1,7,0,2], target = 18

输出：false

提示：

每棵树上最多有 5000 个节点。

-10^9 <= target, node.val <= 10^9

# 分析

## 方法一：二叉树遍历

要解决这个问题，我们需要判断从两棵二叉搜索树中各取一个节点，是否存在两个节点的值之和等于目标值。我们可以利用二叉搜索树的特性（中序遍历为升序序列）来高效地解决这个问题。

解题思路

1、提取节点值：首先，分别对两棵二叉搜索树进行中序遍历，将遍历结果存储在两个数组中。由于二叉搜索树的中序遍历结果是升序的，因此这两个数组都是有序的。

2、双指针查找：利用双指针技术在两个有序数组中查找是否存在一对元素之和等于目标值。具体来说：

- 初始化两个指针，分别指向第一个数组的起始位置和第二个数组的结束位置。

- 计算两个指针所指元素的和，若等于目标值，则返回`true`。

- 若和小于目标值，将第一个指针右移（增大和）；若和大于目标值，将第二个指针左移（减小和）。

- 重复上述步骤，直到找到符合条件的元素对或指针越界。

代码：

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode() : val(0), left(nullptr), right(nullptr) {}

\* TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

\* TreeNode(int x, TreeNode \*left, TreeNode \*right) : val(x), left(left), right(right) {}

\* };

\*/

class Solution {

public:

bool twoSumBSTs(TreeNode\* root1, TreeNode\* root2, int target) {

// 存储两棵树的中序遍历结果（升序）

vector<int> vals1, vals2;

inorder(root1, vals1);

inorder(root2, vals2);

// 双指针查找目标和

int i = 0, j = vals2.size() - 1;

while (i < vals1.size() && j >= 0) {

int sum = vals1[i] + vals2[j];

if (sum == target) {

return true;

} else if (sum < target) {

// 和太小，增大vals1[i]

i++;

} else {

// 和太大，减小vals2[j]

j--;

}

}

return false;

}

private:

// 中序遍历二叉搜索树，将节点值存入数组（结果为升序）

void inorder(TreeNode\* root, vector<int>& vals) {

if (root == nullptr) return;

inorder(root->left, vals);

vals.push\_back(root->val);

inorder(root->right, vals);

}

};

解释

1、中序遍历：通过中序遍历两棵二叉搜索树，我们得到两个升序数组vals1和vals2。这是因为二叉搜索树的特性保证了中序遍历结果的有序性。

2、双指针技术：利用两个指针分别从vals1的起始和vals2的末尾开始移动。通过比较当前指针所指元素的和与目标值的大小，调整指针位置，高效地查找是否存在符合条件的元素对。这种方法的时间复杂度为O(n + m)（其中n和m分别是两棵树的节点数），空间复杂度为O(n + m)（存储两个数组）。

这种方法充分利用了二叉搜索树的有序性和双指针的高效查找能力，能够在较短时间内判断是否存在满足条件的节点对。

## 方法二：中序遍历

另一种方法：

用两个栈分别对两棵树进行中序遍历，左边的树从小到大遍历，右边的树从大到小遍历。

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool twoSumBSTs(TreeNode\* root1, TreeNode\* root2, int target) {

if(root1==NULL || root2==NULL)

return false;

stack<TreeNode\*> left,right;

getLeft(root1,left);

getRight(root2,right);

TreeNode \*l=left.top();//左指针

left.pop();

TreeNode \*r=right.top();//右指针

right.pop();

while(true){

int t=l->val+r->val;

if(t==target)//找到

return true;

if(t>target){

getRight(r->left,right);

if(right.empty())

break;

r=right.top();//右指针左移

right.pop();

}

else if(t<target){

getLeft(l->right,left);

if(left.empty())

break;

l=left.top();//左指针右移

left.pop();

}

}

return false;

}

void getLeft(TreeNode\* root, stack<TreeNode\*> &left){//将左边压入栈

while(root){

left.push(root);

root=root->left;

}

}

void getRight(TreeNode\* root, stack<TreeNode\*> &right){//将右边压入栈

while(root){

right.push(root);

root=root->right;

}

}

};